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ABSTRACT

Serverless computing allows users to execute pieces of code (so

called functions) on-demand in the cloud without having to provi-

sion any hardware resources. However, by executing in the cloud

and delegating control over hardware resources, the integrity of

the execution and the confidentiality of function code and data are

at the mercy of the cloud provider and serverless runtime. Confi-

dential computing aims to remove trust from the cloud provider

by executing applications inside hardware enclaves. In spite of the

increasing adoption of confidential computing, designing a confi-

dential serverless runtime with moderate performance overhead

remains an open challenge.

In this short article we present our experience porting the Kna-

tive serverless runtime to a confidential setting using Confiden-

tial Containers (CoCo), a technology that allows the execution

of unmodified (encrypted) container images inside confidential

VMs (cVMs). Our results show that cVMs are not ready to execute

container-based serverless functions. Starting a serverless func-

tion in a CoCo from an encrypted container image with attestation

takes up to 17 seconds. Starting 16 serverless functions concurrently

takes more than three minutes, 20× slower than its non-confidential

counterpart. We analyze the main sources of overhead, and outline

the research challenges to bridge the gap between confidential and

serverless computing.
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Baseline (sandbox) Cold Start Warm Start Scale Out (0→16)

runc (container) [39] 6 s 1 s 16 s

Kata (VM) [34] 7 s 2 s 17 s

CC-Knative (cVM) 17.5 s 17.5 s 190 s

CC-Knative/ Kata 2.5 × 8.5 × 11 ×

Table 1: Cold start, warm start, and scale-out times of a simple

Knative service using different sandboxes on K8s (Fig. 3).

(SESAME ’24), April 22, 2024, Athens, Greece. ACM, New York, NY, USA,

9 pages. https://doi.org/10.1145/3642977.3652097

1 INTRODUCTION

Serverless computing allows the execution of user-defined pieces

of code, so-called serverless functions, in cloud-owned hardware

resources. Serverless users register functions with a serverless run-

time [63, 74, 87], configure what events may trigger function execu-

tion, and are only billed for the time their functions are running. In

turn, the serverless runtime provisions the execution environment

for functions to execute in, scaling it up or down in response to

event load, transparently to the user. This separation of concerns

between function definition (serverless user), and cloud-resources’

provisioning (serverless runtime), makes serverless easy to adopt

for users, and gives runtimes further opportunities to optimize

hardware efficiency and usage. This has made serverless comput-

ing an ever-increasing cloud solution attracting interest from re-

search [6, 19, 58, 69, 90, 100] and industry [2, 3, 18, 60, 84, 89] alike.

Years of serverless in production have allowed research to charac-

terize both what kind of functions users define, and how they want

to define and execute them. First, traces from different production

clusters [60, 89] indicate that serverless functions are short-lived

and bursty. Second, insights from leading serverless offerings [18]

indicate that users want to define functions as OCI images [40] and

isolate them using virtual machines (VMs) [22]. The former has

motivated the key performance metrics in serverless: cold-starts,

warm-starts, and scale-up latency. The latter has motivated the

development of lighter-weight VMs [3] and fast container image

provisioning and start-up [18, 75]. In this work we assume a server-

less environment where functions are defined using OCI images,

and isolated using VMs, as increasingly adopted by the leading

cloud providers [18, 74].

The increasing popularity of the cloud to store and process data

in favour of on-premise clusters has raised concerns in terms of

https://doi.org/10.1145/3642977.3652097
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data confidentiality and execution integrity [1, 20, 23, 72]. These

concerns are exacerbated in a serverless context, where users do

not have any control over the exeuction of their functions, as it is

delegated to the serverless runtime. Confidential computing [23]

aims to make cloud computing more trustworthy by allowing the

creation of hardware-backed trusted execution environments (so-

called enclaves) [7, 12, 54, 56] in otherwise untrusted cloud-owned

servers. The security and trustworthiness of enclaves relies on three

pillars [62]: (i) the confidentiality of a component within the cloud

server (called the root-of-trust, RoT), (ii) the integrity and well-

functioning of the CPU chip, and (iii) the ability to remotely attest

the identity and integrity of the RoT and the CPU chip. If all these

conditions meet, confidential computing can be used to protect the

confidentiality and integrity of a variety of cloud workloads [14,

21, 33] and is being used by leading corporations and governments

worldwide [20, 72].

Unfortunately, the requirements for confidential computing are

at odds with serverless. First, the first-iteration of hardware en-

claves, process-based enclaves, as provided by Intel SGX [54] and

Arm TrustZone [12], required application re-write or offered very

limited compatibility with lift-and-shift approaches [43, 46]. None
of which capable of running arbitrary OCI images. Second, the

security of enclaves comes at the cost of (considerably) longer start-

up times and (usually) interactive remote attestation protocols,

both negatively impacting cold-start times. Lastly, integrity protec-

tion against rollback [86] and TOCTTOU [99] attacks prevent the

adoption of sandbox pre-warming [69] or sandbox re-use [6], both

common techniques to speed up serverless execution. These limita-

tions mean that, other than some academic efforts [5, 17, 45, 53, 96],

confidential serverless remains to see widespread adoption.

In this short paper we present our experience building CC-

Knative, a port of the Knative [63] serverless runtime to Con-

fidential Containers (CoCo) [33] (§3). CoCo allows the execution of

unmodified (encrypted) OCI images inside VM-based enclaves (so-

called confidential VMs, cVMs) as provided by AMD SEV(-SNP) [7]

and Intel TDX [56]. Our results are summarized in Tab. 1 and

expanded in §4. Compared to Kata Containers [34], a container

runtime that transparently runs K8s pods inside VMs, starting an

encrypted and attested container in a cVM adds 10 and 14 seconds

to the cold and warm start times respectively. Even more, scaling

from 0 to 16 containers is three minutes (20×) slower. These results
show that cVMs are not ready to execute container-based serverless

functions. We identify two key research challenges to bridge the

gap between serverless and confidential computing (§5): (i) how

can we securely pre-warm and re-use cVMs? and (ii) how can we

efficiently use and share encrypted container images?

2 CONFIDENTIAL SERVERLESS COMPUTING

2.1 The Need for Confidential Serverless

Serverless computing has seen widespread adoption in a variety

of domains like image processing [44], machine learning infer-

ence [57], linear algebra [59], life sciences research [10] and trans-

action fraud detection [13], among many others. Growing concerns

about data privacy in the cloud [20, 72], government-sponsored

mass surveilance programs [78], and increasing data protection

regulation [1], have motivated the adoption of confidential comput-

ing in many cloud services like analytics [102], databases [15], and

general container services [14].

However, confidential computing has yet to see widespread adop-

tion in the serverless community. This is because the performance

overheads (particularly bootstrapping overheads) are at direct odds

with serverless cold starts. In addition, serverless zero-ops deploy-

ment model seems to come at the expense of code and data confi-

dentiality and execution integrity: if you want the serverles runtime

to control the whole hardware provisioning and execution lifecycle

of your function, you must accept that the serverless runtime will

know, at least, the contents of the function that it is executing. We

refute this statement and claim that it is possible to build a server-

less runtime that is completely oblivious of the functions that it

is executing and can not tamper with neither the hardware that

it is provisioning, nor the data that is being processed (§3). This

design, comes at a performance cost (Tab. 1). We breakdown the

main sources of overhead and hint at the solutions that we plan on

exploring in future work (§4).

Our threat model is shared with that of confidential comput-

ing [55] and confidential containers in particular [50]. We do not

trust the host operating system and virtual machine monitor (VMM)

neither any other co-located processes or virtual machines. We

assume that any distrusted software may want to break the confi-

dentiality of the serverless function code, the confidentiality of the

data being processed, or the integrity of the execution results. Most

importantly, in a serverless context, this means that we do not trust

neither the serverless runtime (e.g. Knative [63]) nor the orchestra-

tion framework (e.g. K8s) nor the cloud provider’s software stack

(e.g. IBM Cloud [51]). Any physical, side-channel, or availability

attacks outside of the scope of the confidential containers’ threat

model is also out of the scope in this work.

2.2 Design Space for Confidential Serverless

There are different design options for a confidential serverless run-

time [49]. Most existing work [5, 17, 45, 53, 96] falls in the category

of what we call process-centric security. These runtimes use enclaves

to execute specific parts of the function’s code, or lift-and-shift func-
tions inside process-based enclaves. The former requires application

re-write, and the latter offers very limited compatibility with arbi-

trary functions, let alone containers. However, these approaches

come at the smallest Trusted Computing Base (TCB) size.

On the other end of the spectrum in terms of TCB size, we find

runtimes that use node-centric security [94]. These runtimes run the

whole K8s node inside a cVM, and all K8s nodes belong to the same

trust domain. Inasmuch as this approach limits the data breaches

outside of the K8s cluster, it is a poor fit for serverless where differ-

ent serverless users distrust each other, and the serverless runtime.

The TCB for these runtimes comprises the K8s control and data

plane, as well as the host and guest’s software stack.

In this work, we opt for a middle-ground: pod-centric secu-

rity [29]. In this design, each K8s pod runs in a different cVM,

providing strong isolation from different pods, and from the K8s

control plane. This is the design chosen both by Kata Contain-

ers [34] and Confiential Containers [33]. CC-Knative builds on

these two projects. The pod-centric approach is very similar to a
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Figure 1: Block diagram of a K8s cluster using CC-Knative.

container-centric approach, whereby each container runs in a differ-

ent cVM. The pod-centric approach is better suited for a K8s-native

environment, thus a better choice to port the Knative serverless

runtime.

3 CC-KNATIVE: KNATIVE ON COCO

In this section we present CC-Knative, our prototype to run en-

crypted Knative services inside cVMs with CoCo. We first describe

how CC-Knative seamlessly integrates in an existing K8s clus-

ter (§3.1) and then move on to describe how we can establish trust

on CC-Knative using remote attestation (§3.2). The implemen-

tation efforts required to put everything together are described

in §4.

3.1 Integration with K8s

Knative (Kn) is a K8s-native serverless runtime [63]. A Knative

deployment consists of a control-plane component, called the Kn
Controller, and a set of custom resources (CRDs in K8s terminol-

ogy) [64]. Serverless functions in Knative are called (Kn) Services,
and are identified by an OCI image digest. Knative resolves im-

age tags to image digests to guarantee execution integrity and

immutability [65]. For monitoring, network programming, and ob-

servability, Knative deploys a sidecar container in the same pod

where the service executes [64]. Pods in K8s share network and stor-

age namespaces, and are also the trust boundary in CC-Knative

as we opted for a pod-centric approach §2.2. Therefore, the sidecar

component will be inside CC-Knative’s TCB.

Fig. 1 depicts the high-level architecture of a CC-Knative de-

ployment. Even though CC-Knative integrates transparently with

upstreamK8s, it can not be deployed in any K8s cluster. In particular,

CC-Knative can not be deployed in a virtual K8s cluster where K8s

nodes are running inside VMs. This is because CC-Knative heavily

relies on the host’s virtualization stack, and nested confidential vir-

tualization is only available in a very limited form, in closed-source

corporate environments [73]. CC-Knative will benefit from any

improvements on nested (confidential) virtualization.

In a non-confidential Knative deployment, the local kubelet [67]
process talks with a working container runtime over the Container

Runtime Interface (CRI) [66]. In CC-Knative, our container runtime

of choice is containerd [24]. This is because containerd is very
flexible and modular in itself, and supports concurrently executing

pods with different runtimes as long as they implement the shim-v2
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Figure 2: Steps to attest a Knative Service in CC-Knative.

protocol [25]. When deploying a non-confidential pod (e.g. the

Knative controller), containerd will execute containers directly

in the host environment using runc [39] and isolate different pods

using namespaces [70]. When deploying a confidential pod (by just

adding an annotation to the pod manifest) containerd will use the
kata-shim [37] to execute containers inside a cVM, and execute

different pods in different cVMs.

To start a cVM, the kata-shim can use a variety of hypervi-

sors. The choice of hypervisor and cVM software stack is tightly

coupled to the attestation protocol (§3.2). In this section it suffices

to say that CC-Knative uses QEMU [79] (with KVM [68]) as hy-

pervisor, and uses a virtual firmware image to boot a Linux guest

inside the cVM. Inside the guest, the Kata Agent [35] runs as the
/init process [11], and communicates with the kata-shim over a

vSocket [98] to make the pod inside the cVM look like a regular

pod. This vSocket interface is the main attack vector into the cVM

and it is, as a consequence, highly constrained [38].

3.2 Starting a Knative Service in CC-Knative

To guarantee the confidentiality and integrity of Knative services

and the data therein processed we need verifiable evidence that

the system in Fig. 1 has been correctly bootstrapped and has not

been tampered with. Remote attestation [48] is a cryptographic

protocol through which a relying party (RP) can gain confidence

of the identity and integrity of a piece of software running in an

untrusted environment. For liveness purposes, remote attestation is

generally an interactive process between the RP and the software to

be attested. Given that serverless function’s execution is triggered

by different events (non-interactively w.r.t the user), in CC-Knative

we delegate the role of RP to an external, always available, trusted

node. The implementation and availability of this trusted RP node

is out of the scope of this work, and we refer to the relevant re-

lated work [71]. In CC-Knative we heavily leverage the attestation

infrastructure already in place for CoCo [28], and the trusted RP

node runs CoCo’s Key Broker Service (KBS) [30].

The protocol to securely start Knative services in CC-Knative

is depicted in Fig. 2. The protocol is specific to the current CC-

Knative prototype that uses AMD SEV as cVM technology of

choice. A relatively similar protocol would apply for AMD SEV-

SNP or Intel TDX (with some caveats §5, §4.3), both supported

in CoCo [29]. Ahead-of-time, the user registering the serverless

function generates a launch measurement [7] of the cVM (❶). This
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Figure 3: Start-up latency for a Knative service.

launch measurement includes the SEV version, together with the

hash digests of: the virtual firmware (OVMF [95]) image, the kernel,

the kernel command line, and the initrd. The launch measurement

can be generated in a non-SEVmachine, with open source tools [97].

Then, the user can encrypt the layers of the service image (using for

example skopeo [27] and ocicrypt [26]), and sign both the service

and sidecar image for integrity (using for example cosign [91]).

The launch measurement and encryption and signing keys are

then stored in the trusted RP (❷) and the encrypted and signed

container images in any compatible container registry (for example

GHCR [82], or Quay [81], ❸).

When the Knative controller triggers the execution of a Knative

Service, QEMU starts the cVM. In the QEMU command, QEMU

presents the OVMF image as a flash drive in flash0. When placing

the OVMF image in memory, QEMU injects the hash digest of

the kernel, kernel command line, and initrd in the OVMF image

itself (❹). This mechanism [83] is crucial to the attestation protocol,

and was upstreamed to QEMU [16] and OVMF [77] by the CoCo

developers. Once the digests are injected, AMD’s PSP measures

and encrypts the memory pages for the cVM [7], which at this

point only include the patched OVMF image (❺). Then, during

OVMF boot, QEMU sends OVMF the blobs for the kernel, kernel

command line, and initrd using the fw_cfg interface [80]. Before

transferring control to the kernel, OVMF measures the given blobs

against the expected digests ❻. If QEMU provides a malicious blob,

the measurement fails and cVM boot aborts. Similarly, if QEMU

injects the digest of the malicious blob during ❹, the measurement

in ❺ fails, aborting cVM boot too.

The software to interact with the kata-shim (the Kata Agent), to
interact with the trusted RP node (the Key Broker Client, KBC [32]),

and to fetch and decrypt the container images (image-rs [31]),

is distributed inside the initrd. As a consequence, its’ integrity
is also validated in ❻. The guest runs an SEV-enlightened Linux

kernel, uses the Kata Agent as /init process, and boots directly

from the initrd (without a bootloader). To fetch the encryption

and signature keys from ❷, the KBC presents the trusted RP node

the launch measurement from ❺ signed by the PSP (❼). Finally,

image-rs fetches the encrypted and signed container images (❽)

and validates the signatures and decrypts the image layers (❾).

4 EVALUATION

Motivated by Tab. 1, in this section we aim to answer the following

questions: (i) what are the different contributors to CC-Knative’s

overhead? (§4.1)? Particularly in terms of (ii) cold starts (§4.2), (iii)

warm starts (§4.3), and (iv) scale-out latency? (§4.4)

Evaluation Set-Up.We run all experiments on a single-node Ku-

bernetes (v1.28.2) cluster. Our node is a bare metal server on IBM

Cloud [52] with an AMD EPYC 7763 (Milan architecture) CPU,

with 128 cores and SEV enabled. We use CoCo version v0.7.0 and

Knative v1.11.0. The CoCo version pins the containerd, Kata
Containers, and guest kernel version. For our OVMF patches we

use OVMF version edk2-stable202302.
Implementation. To implement CC-Knative we had to configure

the Knative controller to spawn service pods in confidential con-

tainers. We also had to configure the KBS to verify the integrity

of the sidecar, and the integrity and confidentiality of the service

pod. Lastly, we had to patch the Kata Agent to correctly resolve

Knative services from image digests. All the required patches and

evaluation scripts are open-source and available at: removed for
anonymity.
Baselines.We compare CC-Knative with a variety of baselines

and with different security features disabled. As non-confidential

baselines we use runc, the default sandbox in Knative, that ex-

ecutes different services as different containers in the host, and

Kata that executes different pods in different VMs. We also com-

pare against CC-Knative with no attestation at all (coco), with
only launch measurement attestation (coco-fw), also adding im-

age signature (coco-fw-sig), and lastly also adding image en-

cryption (coco-fw-sig-enc). This last baseline is equivalent to

CC-Knative. In addition, we also configure a baseline to use CC-

Knative with non-SEV VMs (coco-nosev), and the same baseline

with OVMF (non-SEV guests in Kata use SeaBIOS [85] by default,

coco-nosev-ovmf).
Metrics.We are interested in measuring the key metrics that we

identified for serverless runtimes: cold starts, warm starts, and scale

up latency. As a consequence, we do not study the performance

overheads of using cVMs to execute container images. We refer

to the relevant related work [4, 8, 9]. For all experiments we use a

very simple Knative Service, a Python "Hello World", distributed as

part of Knative’s demos [42].

4.1 End-to-end Start-Up Latency

Fig. 3 summarises the end-to-end latency to start a Knative service

for the first time (cold-starts, bars with dots), and subsequent times

(warm-starts, bars with diagonal lines). Compared to Kata, using
CC-Knative adds 10 and 14 extra seconds to cold and warm starts

respectively.

To sanity check the results, the time to create a VM (make-pod-sandbox)
for non-SEV guests (kata, coco-nosev) is roughly the same, around

1 second. Similarly, the time to pull the container images (image-pull)
for baselines that do do not pull images inside the guest (i.e. do

not use image-rs, runc and kata) is roughly the same, around 5

seconds. Lastly, the time to schedule the pod (pod-scheduling) is
roughly the same for all baselines and we can ignore it from now

onwards.

The results in Fig. 3 rise three different questions. In terms of cold

starts (§4.2), (i) why is cVM start-up 4 seconds slower than VM start-

up? (§4.2.1) (ii) why is image pulling inside the guest 3-5 seconds
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slower than host-side pulling? (§4.2.2). In terms of warm starts, (iii)

why are there no warm starts for cVM-based baselines? (§4.3)

4.2 Cold Starts

4.2.1 cVM Start-Up Overhead. To break down the overheads of

starting a cVM, we patch OVMF to log performance counter values

and use these to create a flame graph [47] of the make-pod-sandbox
bar in Fig. 3 for the CC-Knative baseline. We present the flame

graph in Fig. 4.

We differentiate between host-setup, the time spent preparing

the cVM on the host, and guest-setup, the time spent from OVMF

start-up to the Kata Agent being responsive. Within the host set up,

most time is spent in the start-vm task, which corresponds to the

time spent executing the QEMU command. We can also see that

the time spent waiting for the PSP in pre-attestation is compar-

atively low. Within the guest set up, we spend 4 seconds booting

OVMF, and 0.7 seconds booting Linux (the time to start the Kata

Agent is negligible). Inside OVMF, we spend most time initializing

the driver’s execution environment (DXE phase in the PEI specifica-

tion [93]). In particular, the time spent measuring the blobs provided

by QEMU through the fw_cfg interface (ovmf-measure-verify)
is also comparatively low.

Intuitively, it seems that we spend a lot of time executing virtual

firmware in OVMF. However, it is hard to confirm this hypothesis

without comparing the flame graphs of different baselines. To this

extent, in Fig. 5 we include three flame graph comparisons for

different baselines. The top flame graph always corresponds to

CC-Knative, and the bottom one to the compared-to baseline. If

we compare the flame graph of CC-Knative to Kata (Fig. 5a), we
observe that: (i) the start-vm task is slowed down by 10× and (ii)

the ovmf-booting task is slowed down by 50-100×.
The start-vm task corresponds to the time spent executing the

QEMU command. When provisioning an SEV guest (non-SNP),

QEMU must provision (and pin) all memory pages assigned to the

guest upfront [4, 61]. Thus, our hypothesis is that the slowdown

in (i) is due to the memory page provisioning for SEV guests. To

confirm this hypothesis, we plot the same start-up latency as we in-

crease the guest’s memory size (i.e. QEMU’s -m flag [76]) in Fig. 6a.

As we expected, the latency increases for SEV guests as we increase

the memory size. We take the top-most, right-most, point in Fig. 6a

(CC-Knative-128 GB memory size), and compare the flame graph

with the original CC-Knative flame graph (with the default 2 GB

guest memory size) in Fig. 5b. As we expected again, all the dif-

ference in the flame graphs correspond to the start-vm task. This

confirms our hypothesis that the slowdown in the start-vm task
corresponds to the SEV guest memory provisioning mechanism.

The ovmf-booting task corresponds to the time spent executing

the virtual firmware binary. The slowdown reported in Fig. 5a is not

a fair one, the Kata baseline uses SeaBIOS [85] as virtual firmware,

whereas CC-Knative uses OVMF. For an apples-to-apples com-

parison, we patch the Kata baseline to use OVMF instead, and

report the flame graph comparison in Fig. 5c. Still, virtual firmware

execution is 4-5× slower. The only noticeable difference between

CC-Knative’s OVMF package and Kata’s is the measurement and

verification of the kernel, kernel command line, and initrd mem-

ory blobs passed by QEMU via the fw_cfg interface. To check

whether this measurement is the source of overhead, we measure

the start-up latency as we increase the size of the initrd in Fig. 6b.

Unlike before, the start-up latency does not seem to be greatly in-

fluenced by the initrd size. We then add additional monitoring

to OVMF, and present a zoomed in flame graph comparison of

CC-Knative’s OVMF execution and Kata’s with OVMF in Fig. 6c

(left). In addition, and for further clarification, we plot a per-event

slowdown in Fig. 6c (right). The blob measurement and verification

is now part of the dxe-dispatch task that is only slowed down by

a factor of 2×. On the other hand, the dxe-ctors task is slowed

down by a factor of 20×. This is unexpected, likely a bug in SEV’s

OVMF package, and something that we are looking into fixing.

In summary, starting a cVM is 4 seconds slower than starting

a VM. Provisioning all guest memory pages upfront introduces 1

second for a 2 GB guest and the remaining 3 seconds come from an

unaccounted slowdown in the OVMF DXE constructor phase.

4.2.2 Image Pulling Overhead. Fig. 3 reports that pulling the im-

ages for both the Knative service and Knative sidecar is between

3-5 seconds slower when pulling inside the guest (using image-rs)
than when pulling from the host (runc and kata baselines). The

variability between guest-side pulling baselines is to be expected:

some baselines just pull regular images (coco) whereas others pull
signed and encrypted images (CC-Knative). But even for the base-

lines that pull unencrypted and unsigned images, image pulling is

still 3 seconds slower.

In Fig. 7a we plot the combined flame graph of pulling both

container images in CC-Knative. The first thing we notice is that

images are pulled in serial, whereas for the host-side pulling base-

lines they are pulled in parallel. This is because when forward-

ing Kata’s PullImage API call [36] from the host to the guest

it becomes blocking (whereas normally it would not block). The

second thing we notice is that fetching image layer bytes over

the internet (pull-single-layer task) is roughly the same for

both images. However, processing these bytes (i.e. decompressing

for the sidecar, or decompressing and decrypting for the service,

handle-single-layer task) takes very different amounts of time.

This makes us conclude that the biggest source of overhead in

pulling a single encrypted image is decrypting image layers.

4.3 Warm Starts

Fig. 3 reports that there is no difference bewteen cold and warm

starts in CC-Knative. This is true. Right now, none of the work

involved in executing a Knative service in CC-Knative can be

re-used if the same function is invoked again shortly after. As a
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Figure 5: Comparison of the flame graph to start a cVM between CC-Knative (top row) and different baselines (bottom row).
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clarification, shortly after means shortly after the service has been

scaled-to-zero. Similarly to any other Knative service, CC-Knative

pods are left to linger for a configurable amount of time after they

are done executing, so sending two successive requests for the same

service would trigger one cold-start, not two [88].

The work involved in executing a Knative service can be divided,

as we studied in the previous sections, between provisioning a

cVM and pulling encrypted container images. Right now, cVMs

are cryptographically-bound to a guest owner, and can not be pre-

warmed. This is the case for cVMs that use pre-attestation (AMD

SEV, SEV-ES). Other cVMs (Intel TDX and AMD SEV-SNP) can

be more easily pre-warmed as they use guest-initiated attestation

protocols [62]. Even if pre-warming were to be implemented, the

eager upfront guest-memory provisioning (and memory page pin-

ning [4, 61]) for SEV(-ES) would severely limit the total amount of

pre-warmed cVMs. With SEV-SNP [101] it is possible to hot-plug

memory pages to cVMs, but with the added performance overheads

of the RMPUPDATE,PVALIDATEmechanism [92], so the performance

benefits of hot-plugging are still to be measured. In terms of im-

age pulling, CC-Knative can not rely on the untrusted host to

mount container images, even if they are encrypted (§5). The CoCo

community is exploring secure host-side pulling mechanisms [75].

4.4 Scale-Out Latency

We now analyze the last column in Tab. 1, the scale-out latency.

Fig. 7b reports the start-up latency as we increase the number of

concurrent instances, simulating the situation of scaling from 0 to 16.

We observe that, for all guest-side pulling baselines (even if they do

not use SEV, like coco-nosev), scale-up latency increases linearly

with the number of concurrent instances. To shed light on what

is going on, we take the top-most, right-most point in Fig. 7b (CC-

Knative, with 16 concurrent instances) and plot the time series of

starting each different instance in Fig. 7c. We observe that the time

to pull the images, even for the first service, is inflated by several

orders of magnitude. This is because all 16 pods are attempting to

fetch the same image from the same registry, what is causing the

container registry (GHCR [82] in this case) to severely throttle our

requests. This is an inherent scalability limitation of the guest-side

pulling approach, and can be verified by running the same baseline

with a local registry (Fig. 7c, faded bars with horizontal lines). Using

the default registry image [41] in localhost (without disabling

throttling, but having a much more permitting default than the free

tier of a commercial registry), already reduces the start-up latency

by at least an order of magnitude, confirming our hypothesis.
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5 OPEN CHALLENGES

CC-Knative allows the execution of attested and encrypted con-

tainer images in cVMs transparently to users and Knative. It is, as a

consequence, a perfect candidate to provide multi-tenant confiden-

tial serverless in the cloud. However, the performance overheads

described in §4 are a major hindrance to widespread adoption. In

this section we outline the key research challenges to overcome.

First, to reduce cold-start times (§4.2) we need to overcome two

challenges. C1: How can we reduce the time to provision a cVM?
C2: How can we reduce the time to provision an encrypted container
image? To tackle C1, we plan on exploring existing techniques

to remove sandbox creation from the hot path [19, 90]. However,

given the nature of (pre-)attesation protocols (§3.2), this may be

challenging with SEV(-ES) cVMs. Newer cVMs also face challenges

to guarantee freshness and efficientmemory hot-plugging. To tackle

C2, we plan on exploring lazy image loading techniques [18, 75].

Second, to reduce warm-start times (§4.3), we want to be able

to re-use the effort associated to serving a cold-start. For cVM

provisioning, this involves exploring cVM re-use [6, 90]. C3: How
can we re-use a cVM without affecting its confidentiality and integrity
guarantees? For encrypted images, we face a problem of encrypted

datamovement and sharing.C4: How canwe allow sharing and re-use
of encrypted container images without affecting confidentiality?

Lastly, improvements in scale-up latency (§4.4) will come as a

combination of engineering efforts together with improvements in

cold and warm starts.

6 CONCLUSIONS

In this workwe have presented our experience building CC-Knative,

a port of the Knative serverless runtime that executes attested, en-

crypted, unmodified container images inside cVMs. CC-Knative’s

security guarantees add 10 and 14 seconds to cold and warm starts

respectively, and three minutes to scaling up from 0 to 16 func-

tions. We extensively analyze these performance overheads, and

hint towards solutions that we plan on exploring in future work.
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